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Abstract

The Vehicle Routing Problem (VRP) has existed as long as a dis-
tributor has needed to deliver items. As such, the VRP has been
solved with many different methods, including agent architecture
and ant colony modeling. However, these methods have generally
been set up for an established organization that has a specific num-
ber of vehicles with only a few unique capacities. This project aims to
create a program that will solve the VRP, but in a case where all the
vehicles could have different capacities. This is the situation faced
by some volunteer groups that do not have established vehicle fleets
and rely on people volunteering vehicles when something needs to
be distributed.
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1 Introduction

The goal of this project is to create a program to quickly find the most
efficient routing of a given number of vehicles with differing capacities to
a variety of delivery points with a variety of demands of product. This
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is a pure-applied research project. It is being created to assist a volunteer
group in their distribution of goods.

The project is created linearly. The first step is the creation of a route
finder, which includes the locating and processing of road data. The route
finder is built upon through the addition of a heuristic algorithm to de-
crease the time required to find a route. The second major step is then
to create a solution finder. The solution finder will implement another
heuristic algorithm to determine a very good route. Neither the route
finder or solution finder will be expected to routinely return the best re-
sults, given the scope of the problem. It is expected that this deficiency
will be compensated for by human intuition, as the drivers of the vehicles
can be expected to be familiar with the area road network.

2 Background

A great deal of research has been done into the VRP and its variants, such
as the VRP with Time Windows (VRPTW) and Multi-Depot VRP (MD-
VRP). Projects have looked into using agent architecture and ant colony
optimization to solve the problems. These projects have yielded such ideas
as Clarke-Wright Algorithm to place delivery points into routes. Mennell,
Shmygelska, and Thangiah did a project to evaluate using agents to solve
the VRP. The program used agents to represent the vehicles and “auction-
eers” that informed the vehicles of the current situation with regards to
customers and deliveries. While the resulting program did not find the
optimal solutions for any the sample problems, it was extremely adapt-
able for the MDVRP and VRP with multi-capacity vehicles.

3 Development

The project has two major components: the route finder and the solution
finder.

3.1 Route Finder

The route finder began as an extension of an assignment from a previous
computer science course. The assignment had dealt with various manners
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of searches through a map. The type of search selected for this project was
an A* search. This component began as a stand-alone program, and can
still function in that manner. The program receeves an input of a starting
address and an ending address. It returns a length (in miles) and a list of
streets traversed. It does not return good results when the two addresses
are very far apart from each other. Given the scope of the problem, how-
ever, it returns very acceptable results for the intended purpose.

3.1.1 Road Data

The road data comes from the US Census Bureau. It was produced in 2006
using the Census Bureau TigerLine system. The TigerLine system uses
five sets of data to list a road segment’s name, geographic coordinates,
address ranges, type of road, and alternate road names, among other data.
A common TigerLine Identification number (TLID) is used to link entries
from each of the data sets together. The following table shows the different
pieces of data from each record type for a particular road segment. The
particular segment is the section of Braddock Road immediately outside
TJHSST.
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Record Type
(RT) Number

Data

RT1 ”11106 76033712 A Braddock Rd A31 6555 6567
6560 656611112231222312 51510590599454394543
457840191245250045210030074003 -77166726+38817271
-77168032+38816700”

RT2 ”21106 76033712 1 -77167098+38817200 -77167268+38817182 -
77167327+38817171 -77167439+38817137 -77167616+38817063
-77167707+38817007 -77167817+38816919 -
77167921+38816825+000000000+00000000+000000000+00000000”

RT4 ”41106 76033712 1 269 ”
RT5 ”5110651059 269 State Route 620 ”
RT6 None
Record Type: 1
Version Number: 1106
TLID: 76033712
Source Code: A
Name: Braddock Rd
Full Name: Braddock Rd
Street Direction: 246.384432363328, Southwest
Length: 0.0843058817053028 miles
CCFC: A31
City: Fairfax County
Start Address, Left: 6555; End Address, Left: 6567
Start Address, Right: 6560; End Address, Left: 6566
Start Impute, Left: 1; End Impute, Left: 1
Start Impute, Right: 1; End Impute, Right: 1
Zip Code, Left: 22312; Zip Code, Right: 22312
Starting Coordinates: +38.817271, -77.166726
Ending Coordinates: +38.816700, -77.168032
Additional Coordinates: [[[”+38.817200”, ”-77.167098”], [”+38.817182”, ”-
77.167268”],
[”+38.817171”, ”-77.167327”], [”+38.817137”, ”-77.167439”], [”+38.817063”,
”-77.167616”],
[”+38.817007”, ”-77.167707”], [”+38.816919”, ”-77.167817”], [”+38.816825”,
”-77.167921”]]]
Additional Names: [[””, ”State Route 620”, ””, ””]]
Additional Address: []
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3.1.2 A* Search

The route finder implements an A* search for finding a route. After iden-
tifying the starting and ending points, the program then begins to iterate
through paths. A path is an array containing a list of all the geographic co-
ordinates that that path has passed through. The program then determines
what streets intersect at the path’s current location. It then assembles new
paths by copying the current path and adding on each intersecting street.
The program then determines how long each path is (how far the path has
traveled from the starting point) and estimates how much farther the path
has to go before it reaches the target. Once it has created all the new paths,
the program sorts all the paths based on estimated total length. The goal
of the A* search is to reduce time used for searching by identifying the
paths that are most likely to be the shortest routes.

3.2 Solution Finder

The solution finder is designed to return a better-than-average set of routes
that efficiently utilize available vehicles and delivers the product to all de-
livery points. It has two specific classes, the Route class and the Solution
class. A Solution object has an array of Route objects. In terms of genetic
algorithms, the Route objects are the “genes” of the Solution object. The
solution finder will have a certain number of Solution objects that will be
manipulated to find an acceptable result. A Route object has a vehicle
assigned and contains an array listing all the deliveries on that route.

3.2.1 Genetic Operators

These are various operators that can be used to perform genetic mutations.
Customers can be displaced from routes, deleted from one route and in-
serted in another, or swapped with other customers. Routes can also be
fully or partially inverted.

3.2.2 Initializing

The program initially creates a list of customers. From that list, it ran-
domly selects a customer and tries to add it to the current route. If it is
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Figure 1: Displacement operation

Figure 2: Insertion operation

Figure 3: Inversion operation

Figure 4: Swap operation
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successful, then it proceeds to the next customer. If it is not, it then cre-
ates a new route and assigns the next vehicle. It then repeats this process
until all customers are added. It then starts the process again to create a
new Solution object, creating new Solution objects until it has hit a certain
limit.

3.3 Heuristics

This program attempts to replicate a person’s job. Therefore, it has been
given certain guidelines in terms of how to evaluate results intelligently.
The route finder estimates total distance by adding the length of the cur-
rent path to the estimated distance to the target. The distance is estimated
through the distance formula as stated below:

distance =
√

(∆latitude)2 + (∆longitude)2 (1)

where

∆latitude = (latitudecurrent − latitudedestination) ∗ 69.17 (2)

and

∆longitude = (longitudecurrent−longitudedestination)∗cos(latitudecurrent∗0.017)∗69.17
(3)

The vertical distance, i.e. the difference in latitude, is found simply by sub-
tracting the two latitudes and multiplying by 69.17 to find the distance in
miles. The horizontal difference, i.e. the difference in longitude, is found
by subtracting the two longitudes and then multiplying by the cosine of
the starting latitude, and then by multiplying by 69.17.

4 Testing

The only method to test the final project will be to compare it against what
a human could do. The program’s result in a form such as product deliv-
ered over distance traveled would be compared against a human’s result
in the same form. Also factored in would be the time required for the pro-
gram and the human to create their results. The means of testing will de-
pend on how “efficiency” is defined. It will likely involve taking amount
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of product delivered over distance traveled, with the goal being to maxi-
mize that number. Therefore, for a fixed amount of product, most efficient
would mean that solution that had the shortest routes.

5 Results

The goal of this project is to create a program to assist volunteer groups
and other organizations that need to deliver items but do not maintain
standarized fleets of vehicles. Success will mean that it will be easier for
these groups to have events that require the delivery of items. From a pro-
gramming standpoint, success will mean the successful implementation
of multiple heuristics and the integration of multiple programs.
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