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Abstract
This project is meant to simulate a busy traffic light. The program recognizes patterns in the intersection and then uses that information to make the light as efficient as possible. These patterns could be related to the time of day and/or the day of the week. At first I would purposely input recognizable patterns and see if the program would catch it, but eventually the plan would be to possibly use this program at a real intersection. There are many variables that the program takes into account including traffic density, number of lanes, etc.
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1 Introduction

I want to develop an algorithm that would decrease queue length and wait time while also increasing green light usage by changing the cycle length and the ratio of green light time in each direction. In order to see if this algorithm is working, and gather lots of data very quickly, I built a simulation of a traffic intersection to test the algorithm on. The simulation follows basic rules of the road. Each car takes up so much space on the lane, travels so fast, and has a max acceleration. It is a realistic simulation because it obeys physical laws as well as human laws. People only travel so fast and do not peel out of intersections. The data gathered from the intersection are five separate numbers. First we get the traffic density, the number of cars per minute that pass through one direction. Then we figure the queue length, maximum wait time, and green light usage of the past cycle in the intersection. These are the efficiency variables. We want to optimize them in order to create an efficient intersection. To do this the light algorithm chooses an appropriate cycle length and ratio for green light time in each direction. These factors are chosen by looking at what happened to the efficiency variables when previous cycle length and ratios where used on given traffic densities. Once the cycle is complete we store all five data points so that the light algorithm can use them again.

2 Backgrounds

Traffic lights have always caused problems with traffic flow. If the light has no information about the intersection it is controlling, then you can sit at a red light for what seems hours. Even worse is when the light is much too short and you have to wait through lots of cycles. We have all experienced this. There has been a lot of research done to try and automate cars, using GPS, so that they all pass through the intersection harmlessly. However, this technology can be expensive, and it would take a long time to install it into all cars in order for the project to work. I think a much cheaper and temporary solution would be to fix the traffic lights we already have with brand new algorithms that would make the light efficient. In order to see if this algorithm is working, and gather lots of data very quickly, we need a simulation of a traffic intersection to test the algorithm on. This way we can see the results pictorially, the aerial view of the intersection, but also graph the efficiency variables so we can see general trends.
3 Developments

The graphical component of this project is how one decides if the light algorithm is successful or not. When queue length and wait time go down, the light is efficient. There are also two separate lines for each intersection. Those lines need to be close to each other; otherwise the intersection favors one direction too much. When various aspects of the light algorithm are changed, you simply have to look at the graphs to decide whether it worked or not. There is also a pictorial component that shows the intersection from an average person’s point of view.

…I will put in other light algorithms when I think of different versions…this is a draft, and I have yet to create more light algorithms.

This screen shows the pictorial view of the intersection (yellow cars mean they are looking at a yellow light, etc) as well as the graphical view. This graph shows the queue length over time. It only graphs at the end of each cycle so it doesn’t continuously fluctuate up and down. The red line represents the north/south direction while blue is east/west. The graph shows that the intersection is pretty efficient, but still has horrible moments. The graph updates with time.

This is not an exact science because there are too many variables in effect here. You can’t possibly minimize wait time to the point where no one waits. Traffic flow is just too erratic to predict well. So by looking at general trends, such as this graph, you can decide if one algorithm is better than the other.

3 Results

I feel like this should be done after I develop more light algorithms and test them against each other.
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